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| **Description** |
| 【Objective and Requirement】  Objective：  The public works department of a large city is embarking on the development of an online Pothole Tracking and Repair System (PHTRS). The system allows citizens to log in and report potholes, specifying the location and severity. As potholes are reported, they are recorded in a "Public Works Department Repair System" and assigned a unique identifier. The system stores information such as street address, size (rated on a scale of 1 to 10), location (middle, curb, etc.), district (derived from the street address), and repair priority (determined by the size of the pothole).  Each reported pothole is associated with work order data, including details such as pothole location and size, repair crew identification, crew size, assigned equipment, repair hours, hole status (work in progress, repaired, temporarily repaired, not repaired), amount of filler material used, and repair cost (calculated from hours applied, crew size, materials, and equipment used). Additionally, a damage file is created to store information about reported damages caused by the pothole. This file includes the citizen's name, address, phone number, type of damage, and the dollar amount of damage. PHTRS operates as an online system, and all queries are conducted interactively.  Requirement：   1. Development: Implement a prototype of PHTRS system  * Include user interfaces and one function * Implemented in Ruby (Rails) or other object-oriented programming languages (or Java, C++) * Object-oriented * MVC(Model-View-Controller) architecture pattern  1. Test:  * Draw a graph to show the structure (execution) of a selected procedure in your program (or your Ruby program). * Compute the complexity of this procedure according to the structure graph  1. Test case design: Design test case for the selected procedure  * Should cover all statements (or methods) of the procedure * Every branch should be exercised for true and false conditions * List inputs and corresponding execution paths   【Environment】  Operating System：Windows 10 |
| **Content** |
| 【Procedure】  **Experiment 2.1**  Our Phtrs is basing on java, Spring boot(Backend) and Vue(Frontend) for implementation.  The implementation of MVC:     1. **Model:**    * Manages pothole data, including locations, statuses, and repair priorities.    * Handles business logic and interacts with the database for data consistency.   We have 2 models User and Hole    **User**: id, userName, password, userType, name, mobile, address. It is bonding to the table user in database phtrs by using the annotation.    **Hole**: id, wokers\_id, cost, username, priority, address, size, material, district, position, time, device, status. They are stored in the table Hole.    We use the Mysql for database and connecting them by jdbc.     1. **View:**    * Presents the user interface, displaying pothole information and a map of pothole locations.    * Allows users to report new potholes, update information, and view repair progress.   We create view by Vue framework, including the page of login, register, page for citizens, page for workers and page for admins. We also create the page for them to modify their self information.  Following is the file structure of views. Component are the views show to the users. The index.js in router is used to mapping the relationship between Controller and the Views.    **Login View and Register View:**  User can login using their suing name and password. Login send the request, then controller (Back end) will return different page according to the user type in the data base.    User can register their account. However then cannot register into the admin. We also giving a judgement of the strength of password. The page can give a warn on some errors such as need username. the compare between two password.    **Citizen View:**  **Worker View:**  **Admin View:**   1. **Controller:**    * Acts as an intermediary, processing user inputs from the View and updating the Model accordingly.    * Enforces business logic and ensures consistency between the Model and View.   We have two main controllers for Login and Hole.    **loginContraoller:**  Following figure is an example of code in login controller. We use annotation RequstMapping to router the request of “Login” to the controller. Then the controller use the form data in the Views and identify the correctness of login by calling the “LoginDAO” which is the file with codes about sql queries that request the database. If the database has the corresponding record, the user will be got. Then the controller return true and the UserType (Model function) for showing the right View for different type of User.    **holeContraoller:**  Following figure is the figure about CRUD of the Hole. They all call the function of holeDAO to implement the SQL query and return OK to the View for the view updating.    **Experiment 2.2**  We will do the test on the following function:   |  | | --- | | #include <iostream>  int main() {  char continueFlag;  do {  int number;  // Step 1: 输入一个数字  std::cout << "请输入一个整数：";  std::cin >> number;  // Step 2: 判断数字的正负性  if (number > 0) {  // Step 3: 如果数字为正，则执行循环  for (int i = 1; i <= number; ++i) {  // Step 4: 在循环中输出数字  std::cout << i << " ";  }  std::cout << "是正数。" << std::endl;  }  else if (number < 0) {  // Step 5: 如果数字为负，则执行另一个循环  while (number < 0) {  // Step 6: 在循环中输出数字  std::cout << number << " ";  ++number;  }  std::cout << "是负数。" << std::endl;  }  else {  // Step 7: 如果数字为零，则输出零  std::cout << "输入的数字是零。" << std::endl;  }  // 询问是否继续  std::cout << "是否继续计算？(y/n): ";  std::cin >> continueFlag;  } while (continueFlag == 'y' || continueFlag == 'Y');  // Step 8: 程序结束  std::cout << "程序结束。" << std::endl;  return 0;  } |   The procedure structure graph is showed in following figure.  ­­­­  Fig.9 Procedure structure graph for testing case design  Since there are 13 edges and 11 nodes, the complexity is according to the principle of counting graph complexity.  **Experiment 2.3**  Since the complexity is 5, we can obtain 5 independent paths. Thus, we can design 5 different test cases to cover all the branches and all the statements.   |  |  |  | | --- | --- | --- | | **Case No.** | **x** | **Execution path** | | 1 | 5 | 10 14 15 16 20 15 38 40 14 | | 2 | -3 | 10 14 24 26 27 24 38 40 14 | | 3 | 0 | 10 14 33 38 40 | | 4 | 2.5 | 10 14 | | 5 | -2 | 10 14 24 26 27 24 38 40 |   We use a program to do testing on these four testing cases, the result is showed in following figure.      Fig.10 Inputs and corresponding execution paths |
| **Conclusion** |
| From this lab session we ‘ve learned how to implement a prototype of a system from given description and design test cases based on the functions and structure of the software then apply these test cases on the software testing and show the testing results. This process meaningfully enhances our understanding of the designation of prototype and test case. |
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